**4-bob.**

**Наследование**

Наследование (inheritance) является одним из ключевых моментов ООП. Благодаря наследованию один класс может унаследовать функциональность другого класса.

Пусть у нас есть следующий класс Person, который описывает отдельного человека:

class Person

{

    private string \_name = "";

    public string Name

    {

        get { return \_name; }

        set { \_name = value; }

    }

    public void Print()

    {

        Console.WriteLine(Name);

    }

}

Но вдруг нам потребовался класс, описывающий сотрудника предприятия - класс Employee. Поскольку этот класс будет реализовывать тот же функционал, что и класс Person, так как сотрудник - это также и человек, то было бы рационально сделать класс Employee производным (или наследником, или подклассом) от класса Person, который, в свою очередь, называется базовым классом или родителем (или суперклассом):

class Employee : Person

{

}

После двоеточия мы указываем базовый класс для данного класса. Для класса Employee базовым является Person, и поэтому класс Employee наследует все те же свойства, методы, поля, которые есть в классе Person. Единственное, что не передается при наследовании, это конструкторы базового класса с параметрами.

Таким образом, наследование реализует отношение **is-a** (является), объект класса Employee также является объектом класса Person:

|  |  |
| --- | --- |
| 1  2  3  4 | Person person = new Person { Name = "Tom" };  person.Print();   // Tom  person = new Employee { Name = "Sam" };  person.Print();   // Sam |

И поскольку объект Employee является также и объектом Person, то мы можем так определить переменную: Person p = new Employee().

По умолчанию все классы наследуются от базового класса **Object**, даже если мы явным образом не устанавливаем наследование. Поэтому выше определенные классы Person и Employee кроме своих собственных методов, также будут иметь и методы класса Object: ToString(), Equals(), GetHashCode() и GetType().

Все классы по умолчанию могут наследоваться. Однако здесь есть ряд ограничений:

* Не поддерживается множественное наследование, класс может наследоваться только от одного класса.
* При создании производного класса надо учитывать тип доступа к базовому классу - тип доступа к производному классу должен быть таким же, как и у базового класса, или более строгим. То есть, если базовый класс у нас имеет тип доступа **internal**, то производный класс может иметь тип доступа **internal** или **private**, но не **public**.

Однако следует также учитывать, что если базовый и производный класс находятся в разных сборках (проектах), то в этом случае производый класс может наследовать только от класса, который имеет модификатор public.

* Если класс объявлен с модификатором **sealed**, то от этого класса нельзя наследовать и создавать производные классы. Например, следующий класс не допускает создание наследников:
* sealed class Admin
* {
* }
* Нельзя унаследовать класс от статического класса.

### Доступ к членам базового класса из класса-наследника

Вернемся к нашим классам Person и Employee. Хотя Employee наследует весь функционал от класса Person, посмотрим, что будет в следующем случае:

class Employee : Person

{

    public void PrintName()

    {

        Console.WriteLine(\_name);

    }

}

Этот код не сработает и выдаст ошибку, так как переменная \_name объявлена с модификатором private и поэтому к ней доступ имеет только класс Person. Но зато в классе Person определено общедоступное свойство Name, которое мы можем использовать, поэтому следующий код у нас будет работать нормально:

|  |
| --- |
| class Employee : Person  {      public void PrintName()      {          Console.WriteLine(Name);      }  } |

Таким образом, производный класс может иметь доступ только к тем членам базового класса, которые определены с модификаторами **private protected** (если базовый и производный класс находятся в одной сборке), **public**, **internal** (если базовый и производный класс находятся в одной сборке), **protected** и **protected internal**.

### Ключевое слово base

Теперь добавим в наши классы конструкторы:

class Person

{

    public string Name { get; set;}

    public Person(string name)

    {

        Name = name;

    }

    public void Print()

    {

        Console.WriteLine(Name);

    }

}

class Employee : Person

{

    public string Company { get; set; }

    public Employee(string name, string company)

        : base(name)

    {

        Company = company;

    }

}

Класс Person имеет конструктор, который устанавливает свойство Name. Поскольку класс Employee наследует и устанавливает то же свойство Name, то логично было бы не писать по сто раз код установки, а как-то вызвать соответствующий код класса Person. К тому же свойств, которые надо установить в конструкторе базового класса, и параметров может быть гораздо больше.

С помощью ключевого слова **base** мы можем обратиться к базовому классу. В нашем случае в конструкторе класса Employee нам надо установить имя и компанию. Но имя мы передаем на установку в конструктор базового класса, то есть в конструктор класса Person, с помощью выражения base(name).

|  |  |
| --- | --- |
| 1  2  3  4 | Person person = new Person("Bob");  person.Print();     // Bob  Employee employee = new Employee("Tom", "Microsoft");  employee.Print();   // Tom |

### Конструкторы в производных классах

Конструкторы не передаются производному классу при наследовании. И если в базовом классе **не определен** конструктор по умолчанию без параметров, а только конструкторы с параметрами (как в случае с базовым классом Person), то в производном классе мы обязательно должны вызвать один из этих конструкторов через ключевое слово base. Например, из класса Employee уберем определение конструктора:

|  |  |
| --- | --- |
| 1  2  3  4 | class Employee : Person  {      public string Company { get; set; } = "";  } |

В данном случае мы получим ошибку, так как класс Employee не соответствует классу Person, а именно не вызывает конструктор базового класса. Даже если бы мы добавили какой-нибудь конструктор, который бы устанавливал все те же свойства, то мы все равно бы получили ошибку:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | class Employee : Person  {      public string Company { get; set; } = "";      public Employee(string name, string company)    // ! Ошибка      {          Name = name;          Company = company;      }  } |

То есть в классе Employee через ключевое слово **base** надо явным образом вызвать конструктор класса Person:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | class Employee : Person  {      public string Company { get; set; } = "";      public Employee(string name, string company)          : base(name)      {          Company = company;      }  } |

Либо в качестве альтернативы мы могли бы определить в базовом классе конструктор без параметров:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | class Person  {      public string Name { get; set; }      // конструктор без параметров      public Person()      {          Name = "Tom";          Console.WriteLine("Вызов конструктора без параметров");      }      public Person(string name)      {          Name = name;      }      public void Print()      {          Console.WriteLine(Name);      }  } |

Тогда в любом конструкторе производного класса, где нет обращения конструктору базового класса, все равно неявно вызывался бы этот конструктор по умолчанию. Например, следующий конструктор

|  |  |
| --- | --- |
| 1  2  3  4 | public Employee(string company)  {      Company = company;  } |

Фактически был бы эквивалентен следующему конструктору:

|  |  |
| --- | --- |
| 1  2  3  4  5 | public Employee(string company)      :base()  {      Company = company;  } |

### Порядок вызова конструкторов

При вызове конструктора класса сначала отрабатывают конструкторы базовых классов и только затем конструкторы производных. Например, возьмем следующие классы:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | class Person  {      string name;      int age;        public Person(string name)      {          this.name = name;          Console.WriteLine("Person(string name)");      }      public Person(string name, int age) : this(name)      {          this.age = age;          Console.WriteLine("Person(string name, int age)");      }  }  class Employee : Person  {      string company;        public Employee(string name, int age, string company) : base(name, age)      {          this.company = company;          Console.WriteLine("Employee(string name, int age, string company)");      }  } |

При создании объекта Employee:

|  |  |
| --- | --- |
| 1 | Employee tom = new Employee("Tom", 22, "Microsoft"); |

Мы получим следующий консольный вывод:

Person(string name)

Person(string name, int age)

Employee(string name, int age, string company)

В итоге мы получаем следующую цепь выполнений.

1. Вначале вызывается конструктор Employee(string name, int age, string company). Он делегирует выполнение конструктору Person(string name, int age)
2. Вызывается конструктор Person(string name, int age), который сам пока не выполняется и передает выполнение конструктору Person(string name)
3. Вызывается конструктор Person(string name), который передает выполнение конструктору класса System.Object, так как это базовый по умолчанию класс для Person.
4. Выполняется конструктор System.Object.Object(), затем выполнение возвращается конструктору Person(string name)
5. Выполняется тело конструктора Person(string name), затем выполнение возвращается конструктору Person(string name, int age)
6. Выполняется тело конструктора Person(string name, int age), затем выполнение возвращается конструктору Employee(string name, int age, string company)
7. Выполняется тело конструктора Employee(string name, int age, string company). В итоге создается объект Employee

## Преобразование типов

В предыдущей главе мы говорили о преобразованиях объектов простых типов. Сейчас затронем тему преобразования объектов классов. Допустим, у нас есть следующая иерархия классов:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30 | class Person  {      public string Name { get; set; }      public Person(string name)      {          Name = name;      }      public void Print()      {          Console.WriteLine($"Person {Name}");      }  }    class Employee : Person  {      public string Company { get; set; }      public Employee(string name, string company) : base(name)      {          Company = company;      }  }    class Client : Person  {      public string Bank { get; set; }      public Client(string name, string bank) : base(name)      {          Bank = bank;      }  } |

В этой иерархии классов мы можем проследить следующую цепь наследования: Object (все классы неявно наследуются от типа Object) -> Person -> Employee|Client.

Причем в этой иерархии классов базовые типы находятся вверху, а производные типы - внизу.

### Восходящие преобразования. Upcasting

Объекты производного типа (который находится внизу иерархии) в то же время представляют и базовый тип. Например, объект Employee в то же время является и объектом класса Person. Что в принципе естественно, так как каждый сотрудник (Employee) является человеком (Person). И мы можем написать, например, следующим образом:

|  |  |
| --- | --- |
| 1  2  3  4 | Employee employee = new Employee("Tom", "Microsoft");  Person person = employee;   // преобразование от Employee к Person    Console.WriteLine(person.Name); |

В данном случае переменной person, которая представляет тип Person, присваивается ссылка на объект Employee. Но чтобы сохранить ссылку на объект одного класса в переменную другого класса, необходимо выполнить преобразование типов - в данном случае от типа Employee к типу Person. И так как Employee наследуется от класса Person, то автоматически выполняется неявное восходящее преобразование - преобразование к типу, которые находятся вверху иерархии классов, то есть к базовому классу.

В итоге переменные employee и person будут указывать на один и тот же объект в памяти, но переменной person будет доступна только та часть, которая представляет функционал типа Person.

Подобным образом поизводятся и другие восходящие преобразования:

|  |  |
| --- | --- |
| 1 | Person bob = new Client("Bob", "ContosoBank");   // преобразование от Client к Person |

Здесь переменная bob, которая представляет тип Person, хранит ссылку на объект Client, поэтому также выполняется восходящее неявное преобразование от производного класса Client к базовому типу Person.

Восходящее неявное преобразование будет происходить и в следующем случае:

|  |  |
| --- | --- |
| 1  2  3 | object person1 = new Employee("Tom", "Microsoft");  // от Employee к object  object person2 = new Client("Bob", "ContosoBank");  // от Client к object  object person3 = new Person("Sam");                 // от Person к object |

Так как тип object - базовый для всех остальных типов, то преобразование к нему будет производиться автоматически.

### Нисходящие преобразования. Downcasting

Но кроме восходящих преобразований от производного к базовому типу есть нисходящие преобразования или downcasting - от базового типа к производному. Например, в следующем коде переменная person хранит ссылку на объект Employee:

|  |  |
| --- | --- |
| 1  2 | Employee employee = new Employee("Tom", "Microsoft");  Person person = employee;   // преобразование от Employee к Person |

И может возникнуть вопрос, можно ли обратиться к функционалу типа Employee через переменную типа Person. Но автоматически такие преобразования не проходят, ведь не каждый человек (объект Person) является сотрудником предприятия (объектом Employee). И для нисходящего преобразования необходимо применить явное преобразование, указав в скобках тип, к которому нужно выполнить преобразование:

|  |  |
| --- | --- |
| 1  2  3  4  5 | Employee employee1 = new Employee("Tom", "Microsoft");  Person person = employee1;   // преобразование от Employee к Person    //Employee employee2 = person;    // так нельзя, нужно явное преобразование  Employee employee2 = (Employee)person;  // преобразование от Person к Employee |

Рассмотрим некоторые примеры преобразований:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | // Объект Employee также представляет тип object  object obj = new Employee("Bill", "Microsoft");    // чтобы обратиться к возможностям типа Employee, приводим объект к типу Employee  Employee employee = (Employee) obj;    // объект Client также представляет тип Person  Person person = new Client("Sam", "ContosoBank");  // преобразование от типа Person к Client  Client client = (Client)person; |

В первом случае переменной obj присвоена ссылка на объект Employee, поэтому мы можем преобразовать объект obj к любому типу который располагается в иерархии классов между типом object и Employee.

Если нам надо обратиться к каким-то отдельным свойствам или методам объекта, то нам необязательно присваивать преобразованный объект переменной:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | // Объект Employee также представляет тип object  object obj = new Employee("Bill", "Microsoft");    // преобразование к типу Person для вызова метода Print  ((Person)obj).Print();  // либо так  // ((Employee)obj).Print();    // преобразование к типу Employee, чтобы получить свойство Company  string company = ((Employee)obj).Company; |

В то же время необходимо соблюдать осторожность при подобных преобразованиях. Например, что будет в следующем случае:

|  |  |
| --- | --- |
| 1  2  3  4  5 | // Объект Employee также представляет тип object  object obj = new Employee("Bill", "Microsoft");    // преобразование к типу Client, чтобы получить свойство Bank  string bank = ((Client)obj).Bank; |

В данном случае мы получим ошибку, так как переменная obj хранит ссылку на объект Employee. Данный объект является также объектом типов object и Person, поэтому мы можем преобразовать его к этим типам. Но к типу Client мы преобразовать не можем.

Другой пример:

|  |  |
| --- | --- |
| 1  2  3  4 | Employee employee1 = new Person("Tom"); // ! Ошибка    Person person = new Person("Bob");  Employee employee2 = (Employee) person; // ! Ошибка |

В данном случае мы пытаемся преобразовать объект типа Person к типу Employee, а объект Person не является объектом Employee. Причем в последнем случае Visual Studio не подскжет, что в данной строке ошибка, и данная строка даже нормально скомилируется, тем не менее в процессе выполнения программы мы получим ощибку. В этом в том числе и кроектся коварство преобразований, поэтому в подобных ситуациях надо проявлять осторожность.

Существует ряд способов, чтобы избежать подобных ошибок преобразования.

### Способы преобразований

Во-первых, можно использовать ключевое слово **as**. С помощью него программа пытается преобразовать выражение к определенному типу, при этом не выбрасывает исключение. В случае неудачного преобразования выражение будет содержать значение null:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | Person person = new Person("Tom");  Employee? employee = person as Employee;  if (employee == null)  {      Console.WriteLine("Преобразование прошло неудачно");  }  else  {      Console.WriteLine(employee.Company);  } |

Стоит отметить, что переменная employee здесь определяется не просто как переменная Employee, а именно **Employee?** - после названия типа ставится вопросительный знак. Что указывает, что переменная может хранить как значение null, так и значение Employee.

Второй способ заключается в проверке допустимости преобразования с помощью ключевого слова **is**:

|  |  |
| --- | --- |
| 1 | значение is тип |

Если значение слева от оператора представляет тип, указаный справа от оператора, то оператор is возвращает true, иначе возвращается false.

Причем оператор **is** позволяет автоматически преобразовать значение к типу, если это значение представляет данный тип. Например:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | Person person = new Person("Tom");  if (person is Employee employee)  {      Console.WriteLine(employee.Company);  }  else  {      Console.WriteLine("Преобразование не допустимо");  } |

Выражение if (person is Employee employee) проверяет, является ли переменная person объектом типа Employee. И если person является объектом Employee, то автоматически преобразует значение переменной person в тип Employee и преобразованное значение сохраняет в переменную employee. Далее в блоке if мы можем использовать объект employee как значение типа Employee.

Однако, если person не является объектом Employee, как в данном случае, то такая проверка вернет значение false, и преобразование не сработает.

Оператор **is** также можно применять и без преобразования, просто проверяя на соответствие типу:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | Person person = new Person("Tom");  if (person is Employee)  {      Console.WriteLine("Представляет тип Employee");  }  else  {      Console.WriteLine("НЕ является объектом типа Employee");  } |

## Виртуальные методы и свойства

При наследовании нередко возникает необходимость изменить в классе-наследнике функционал метода, который был унаследован от базового класса. В этом случае класс-наследник может переопределять методы и свойства базового класса.

Те методы и свойства, которые мы хотим сделать доступными для переопределения, в базовом классе помечается модификатором **virtual**. Такие методы и свойства называют виртуальными.

А чтобы переопределить метод в классе-наследнике, этот метод определяется с модификатором **override**. Переопределенный метод в классе-наследнике должен иметь тот же набор параметров, что и виртуальный метод в базовом классе.

Например, рассмотрим следующие классы:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | class Person  {      public string Name { get; set; }      public Person(string name)      {          Name = name;      }      public virtual void Print()      {          Console.WriteLine(Name);      }  }  class Employee : Person  {      public string Company { get; set; }      public Employee(string name, string company) : base(name)      {          Company = company;      }  } |

Здесь класс Person представляет человека. Класс Employee наследуется от Person и представляет сотруднника предприятия. Этот класс кроме унаследованного свойства Name имеет еще одно свойство - Company.

Чтобы сделать метод Print доступным для переопределения, этот метод определен с модификатором **virtual**. Поэтому мы можем переопределить этот метод, но можем и не переопределять. Допустим, нас устраивает реализация метода из базового класса. В этом случае объекты Employee будут использовать реализацию метода Print из класса Person:

|  |  |
| --- | --- |
| 1  2  3  4  5 | Person bob = new Person("Bob");  bob.Print(); // вызов метода Print из класса Person    Employee tom = new Employee("Tom", "Microsoft");  tom.Print(); // вызов метода Print из класса Person |

Консольный вывод:

Bob

Tom

Но также можем переопределить виртуальный метод. Для этого в классе-наследнике определяется метод с модификатором **override**, который имеет то же самое имя и набор параметров:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | class Employee : Person  {      public string Company { get; set; }      public Employee(string name, string company)          : base(name)      {          Company = company;      }      public override void Print()      {          Console.WriteLine($"{Name} работает в {Company}");      }  } |

Возьмем те же самые объекты:

|  |  |
| --- | --- |
| 1  2  3  4  5 | Person bob = new Person("Bob");  bob.Print(); // вызов метода Print из класса Person    Employee tom = new Employee("Tom", "Microsoft");  tom.Print(); // вызов метода Print из класса Employee |

Консольный вывод:

Bob

Tom работает в Microsoft

Виртуальные методы базового класса определяют интерфейс всей иерархии, то есть в любом производном классе, который не является прямым наследником от базового класса, можно переопределить виртуальные методы. Например, мы можем определить класс Manager, который будет производным от Employee, и в нем также переопределить метод Print.

При переопределении виртуальных методов следует учитывать ряд ограничений:

* Виртуальный и переопределенный методы должны иметь один и тот же модификатор доступа. То есть если виртуальный метод определен с помощью модификатора public, то и переопредленный метод также должен иметь модификатор public.
* Нельзя переопределить или объявить виртуальным статический метод.

### Ключевое слово base

Кроме конструкторов, мы можем обратиться с помощью ключевого слова **base** к другим членам базового класса. В нашем случае вызов base.Print(); будет обращением к методу Print() в классе Person:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | class Employee : Person  {      public string Company { get; set; }        public Employee(string name, string company)              :base(name)      {          Company = company;      }        public override void Print()      {          base.Print();          Console.WriteLine($"работает в {Company}");      }  } |

### Переопределение свойств

Также как и методы, можно переопределять свойства:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30 | class Person  {      int age = 1;      public virtual int Age      {          get => age;          set{ if(value > 0 && value < 110) age = value; }      }      public string Name { get; set; }      public Person(string name)      {          Name = name;      }      public virtual void Print() => Console.WriteLine(Name);  }  class Employee : Person  {      public override int Age      {          get => base.Age;          set { if (value > 17 && value < 110) base.Age = value; }      }      public string Company { get; set; }      public Employee(string name, string company)          : base(name)      {          Company = company;          base.Age = 18; // возраст для работников по умолчанию      }  } |

В данном случае в классе Person определено виртуальное свойство Age, которое устанавливает значение, если оно больше 0 и меньше 110. В классе Employee это свойство переопределено - возраст работника должен быть не меньше 18.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | Person bob = new Person("Bob");  Console.WriteLine(bob.Age); // 1    Employee tom = new Employee("Tom", "Microsoft");  Console.WriteLine(tom.Age); // 18  tom.Age = 22;  Console.WriteLine(tom.Age); // 22  tom.Age = 12;  Console.WriteLine(tom.Age); // 22 |

### Запрет переопределения методов

Также можно запретить переопределение методов и свойств. В этом случае их надо объявлять с модификатором **sealed**:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | class Employee : Person  {      public string Company { get; set; }        public Employee(string name, string company)                  : base(name)      {          Company = company;      }        public override sealed void Print()      {          Console.WriteLine($"{Name} работает в {Company}");      }  } |

При создании методов с модификатором sealed надо учитывать, что sealed применяется в паре с override, то есть только в переопределяемых методах.

И в этом случае мы не сможем переопределить метод Print в классе, унаследованном от Employee.

## Скрытие методов и свойств

В прошлой теме было рассмотрено определение и переопределение виртуальных методов. Другим способом изменить функциональность метода, унаследованного от базового класса, является **скрытие** (shadowing / hiding).

Фактически скрытие метода/свойства представляет определение в классе-наследнике метода или свойства, которые соответствует по имени и набору параметров методу или свойству базового класса. Для скрытия членов класса применяется ключевое слово **new**. Например:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | class Person  {      public string Name { get; set; }      public Person(string name)      {          Name = name;      }      public void Print()      {          Console.WriteLine($"Name: {Name}");      }  }  class Employee : Person  {      public string Company { get; set; }      public Employee(string name, string company)                  : base(name)      {          Company = company;      }      public new void Print()      {          Console.WriteLine($"Name: {Name}   Company: {Company}");      }  } |

Здесь определен класс Person, представляющий человека, и класс Employee, представляющий работника предприятия. Employee наследует от Person все свойства и методы. Но в классе Employee кроме унаследованных свойств есть также и собственное свойство Company, которое хранит название компании. И мы хотели бы в методе Print выводить информацию о компании вместе с именем на консоль. Для этого определяется метод Print с ключевым словом **new**, который скрывает реализацию данного метода из базового класса.

В каких ситуациях можно использовать скрытие? Например, в примере выше метод Print в базовом классе не является виртуальным, мы не можем его переопределить, но, допустим, нас не устраивает его реализация для производного класса, поэтому мы можем воспользоваться сокрытием, чтобы определить нужный нам функционал.

Используем эти классы в программе в методе Main:

|  |  |
| --- | --- |
| 1  2  3  4  5 | Person bob = new Person("Bob");  bob.Print();    // Name: Bob    Employee tom = new Employee("Tom", "Microsoft");  tom.Print();    // Name: Tom  Company: Microsoft |

Консольный вывод программы:

Name: Bob

Name: Tom Company: Microsoft

При этом если мы хотим обратиться именно к реализации свойства или метода в базовом классе, то опять же мы можем использовать ключевое слово **base** и через него обращаться к функциональности базового класса.

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | class Employee : Person  {      public string Company { get; set; }      public Employee(string name, string company)                  : base(name)      {          Company = company;      }      public new void Print()      {          base.Print();   // вызываем метод Print из базового класса Person          Console.WriteLine($"Company: {Company}");      }  } |

### Скрытие свойств

Подобным обазом мы можем организовать скрытие свойств:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30 | Person bob = new Person("Bob");  Console.WriteLine(bob.Name);    // Bob    Employee tom = new Employee("Tom", "Microsoft");  Console.WriteLine(tom.Name);    // Mr./Ms. Tom    class Person  {      public string Name { get; set; }      public Person(string name)      {          Name = name;      }  }  class Employee : Person  {      // скрываем свойство Name базового класса      public new string Name      {          get => $"Mr./Ms. {base.Name}";          set => base.Name = value;        }      public string Company { get; set; }      public Employee(string name, string company)                  : base(name)      {          Company = company;      }  } |

В данном случае в классе Employee переопределено свойство Name. В блоке get нем мы берем значение свойства из базовового класса P erson и присоединяем к нему "Mr./Ms.". В блоке set передаем полученное значение в реализацию свойства Name базового класса Person

### Скрытие переменных и констант

В отличие от переопределения C# позволяет применять скрытие к переменным (как к статическим, так и нестатическим) и константам, также используя ключевое слово **new**:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | Console.WriteLine(Person.minAge);     // 1  Console.WriteLine(Person.typeName);   // Person    Console.WriteLine(Employee.minAge);     // 18  Console.WriteLine(Employee.typeName);   // Employee    class Person  {      public readonly static int minAge = 1;      public const string typeName = "Person";  }  class Employee : Person  {      // скрываем поля и константы базового класса      public new readonly static int minAge = 18;      public new const string typeName = "Employee";  } |

## Различие переопределения и скрытия методов

Ранее было рассмотрена два способа изменения функциональности методов, унаследованных от базового класса - скрытие и переопределение. В чем разница между двумя этими способами?

### Переопределение

Возьмем пример с переопределением методов:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | class Person  {      public string Name { get; set; }      public Person(string name)      {          Name = name;      }      public virtual void Print()      {          Console.WriteLine(Name);      }  }  class Employee : Person  {      public string Company { get; set; }      public Employee(string name, string company)          : base(name)      {          Company = company;      }        public override void Print()      {          Console.WriteLine($"{Name} работает в {Company}");      }  } |

Используем классы в программе:

|  |  |
| --- | --- |
| 1  2 | Person tom = new Employee("Tom", "Microsoft");  tom.Print();        // Tom работает в Microsoft |

При вызове tom.Print() выполняется реализация метода Print из класса Employee, несмотря на то, что переменная tom - переменная типа Person.

Для работы с виртуальными методами компилятор формирует таблицу виртуальных методов (**Virtual Method Table** или **VMT**). В нее записывается адреса виртуальных методов. Для каждого класса создается своя таблица.

Когда создается объект класса, то компилятор передает в конструктор объекта специальный код, который связывает объект и таблицу VMT.

А при вызове виртуального метода из объекта берется адрес его таблицы VMT. Затем из VMT извлекается адрес метода и ему передается управление. То есть процесс выбора реализации метода производится во время выполнения программы. Собственно так и выполняется виртуальный метод. Следует учитывать, что так как среде выполнения вначале необходимо получить из таблицы VMT адрес нужного метода, то это немного замедляет выполнение программы.

### Скрытие

Теперь возьмем те же классы Person и Employee, но вместо переопределения используем сокрытие:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27 | class Person  {      public string Name { get; set; }      public Person(string name)      {          Name = name;      }        public void Print()      {          Console.WriteLine(Name);      }  }    class Employee : Person  {      public string Company { get; set; }      public Employee(string name, string company)              : base(name)      {          Company = company;      }      public new void Print()      {          Console.WriteLine($"{Name} работает в {Company}");      }  } |

И посмотрим, что будет в следующем случае:

|  |  |
| --- | --- |
| 1  2 | Person tom = new Employee("Tom", "Microsoft");  tom.Print();        // Tom |

Переменная tom представляет тип Person, но хранит ссылку на объект Employee. Однако при вызове метода Print будет выполняться та версия метода, которая определена именно в классе Person, а не в классе Employee. Почему? Класс Employee никак не переопределяет метод Print, унаследованный от базового класса, а фактически определяет новый метод. Поэтому при вызове tom.Print() вызывается метод Print из класса Person.

## Абстрактные классы и члены классов

### Абстрактные классы

Кроме обычных классов в C# есть **абстрактные классы**. Зачем они нужны? Классы обычно представляют некий план определенного рода объектов или сущностей. Например, мы можем определить класс Car для преставления машин или класс Person для представления людей, вложив в эти классы соответствующие свойства, поля, методы, которые будут описывать данные объекты. Однако некоторые сущности, которые мы хотим выразить с помощью языка программирования, могут не иметь конкретного воплощения. Например, в реальности не существует геометрической фигуры как таковой. Есть круг, прямоугольник, квадрат, но просто фигуры нет. Однако же и круг, и прямоугольник имеют что-то общее и являются фигурами. И для описания подобных сущностей, которые не имеют конкретного воплощения, предназначены абстрактные классы.

Абстрактный класс похож на обычный класс. Он также может иметь переменные, методы, конструкторы, свойства. Единственное, что при определении абстрактных классов используется ключевое слово **abstract**. Например, определим абстрактный класс, который представляет некое транспортное средство:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | abstract class Transport  {      public void Move()      {          Console.WriteLine("Транспортно средство движется");      }  } |

Транспортное средство представляет некоторую абстракцию, которая не имеет конкретного воплощения. То есть есть легковые и грузовые машины, самолеты, морские судна, кто-то на космическом корабле любит покататься, но как такового транспортного средства нет. Тем не менее все транспортные средства имеют нечто общее - они могут перемещаться. И для этого в классе определен метод Move, который эмулирует перемещение.

Но главное отличие абстрактных классов от обычных состоит в том, что мы **НЕ можем** использовать конструктор абстрактного класса для создания экземпляра класса. Например, следующим образом:

|  |  |
| --- | --- |
| 1 | Transport tesla = new Transport(); |

Тем не менее абстрактные классы полезны для описания некоторого общего функционала, который могут наследовать и использовать производные классы:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | Transport car = new Car();  Transport ship = new Ship();  Transport aircraft = new Aircraft();    car.Move();  ship.Move();  aircraft.Move();  abstract class Transport  {      public void Move()      {          Console.WriteLine("Транспортное средство движется");      }  }  // класс корабля  class Ship : Transport { }  // класс самолета  class Aircraft : Transport { }  // класс машины  class Car : Transport { } |

В данном случае от класса Transport наследуются три класса, которые представляют различные типы транспортных средств. Тем не менее они имеют общую черту - они могут перемещаться с помощью метода Move().

Выше писалось, что мы не можем использовать конструктор абстрактного класса для создания экземпляра этого класса. Тем не менее такой класс также может определять конструкторы:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33 | Transport car = new Car("машина");  Transport ship = new Ship("корабль");  Transport aircraft = new Aircraft("самолет");    car.Move();         // машина движется  ship.Move();        // корабль движется  aircraft.Move();    // самолет движется  abstract class Transport  {      public string Name { get; }      // конструктор абстрактного класса Transport      public Transport(string name)      {          Name = name;      }      public void Move() =>Console.WriteLine($"{Name} движется");  }  // класс корабля  class Ship : Transport  {      // вызываем конструктор базового класса      public Ship(string name) : base(name) { }  }  // класс самолета  class Aircraft : Transport  {      public Aircraft(string name) : base(name) { }  }  // класс машины  class Car : Transport  {      public Car(string name) : base(name) { }  } |

В данном случае в абстрактном классе Transport определен конструктор - с помощью параметра он устанавливает значение свойства Name, которое хранит название транспортного средства. И в этом случае производные классы должны в своих конструкторах вызвать этот конструктор.

### Абстрактные члены классов

Кроме обычных свойств и методов абстрактный класс может иметь абстрактные члены классов, которые определяются с помощью ключевого слова **abstract** и не имеют никакого функционала. В частности, абстрактными могут быть:

* Методы
* Свойства
* Индексаторы
* События

Абстрактные члены классов не должны иметь модификатор private. При этом производный класс обязан переопределить и реализовать все абстрактные методы и свойства, которые имеются в базовом абстрактном классе. При переопределении в производном классе такой метод или свойство также объявляются с модификатором **override** (как и при обычном переопределении виртуальных методов и свойств). Также следует учесть, что если класс имеет хотя бы одный абстрактный метод (или абстрактные свойство, индексатор, событие), то этот класс должен быть определен как **абстрактный**.

Абстрактные члены также, как и виртуальные, являются частью полиморфного интерфейса. Но если в случае с виртуальными методами мы говорим, что класс-наследник наследует реализацию, то в случае с абстрактными методами наследуется интерфейс, представленный этими абстрактными методами.

#### Абстрактные методы

Например, выше в примере с транспортными средствами метод Move описывает передвижение транспортного средства. Однако различные типы транспорта перемещаются по разному - едят по земле, летят по воздуху, плывут на воде и т.д. В этом случае мы можем сделать метод Move абстрактным, а его реализацию переложить на производные классы:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | abstract class Transport  {      public abstract void Move();  }  // класс корабля  class Ship : Transport  {      // мы должны реализовать все абстрактные методы и свойства базового класса      public override void Move()      {          Console.WriteLine("Корабль плывет");      }  }  // класс самолета  class Aircraft : Transport  {      public override void Move()      {          Console.WriteLine("Самолет летит");      }  }  // класс машины  class Car : Transport  {      public override void Move()      {          Console.WriteLine("Машина едет");      }  } |

Применение классов:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7 | Transport car = new Car();  Transport ship = new Ship();  Transport aircraft = new Aircraft();    car.Move();         // машина едет  ship.Move();        // корабль плывет  aircraft.Move();    // самолет летит |

#### Абстрактные свойства

Следует отметить использование абстрактных свойств. Их определение похоже на определение автосвойств. Например:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | abstract class Transport  {      // абстрактное свойство для хранения скорости      public abstract int Speed { get; set; }  }  // класс корабля  class Ship: Transport  {      int speed;      public override int Speed      {          get => speed;          set => speed = value;      }  }    class Aircraft : Transport  {      public override int Speed { get; set; }  } |

В классе Transport определено абстрактное свойство Speed, которое должно хранить скорость транспортного средства. Оно похоже на автосвойство, но это не автосвойство. Так как данное свойство не должно иметь реализацию, то оно имеет только пустые блоки get и set. В производных классах мы можем переопределить это свойство, сделав его полноценным свойством (как в классе Ship), либо же сделав его автоматическим (как в классе Aircraft).

#### Отказ от реализации абстрактных членов

Производный класс обязан реализовать все абстрактные члены базового класса. Однако мы можем отказаться от реализации, но в этом случае производный класс также должен быть определен как абстрактный:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | Transport tesla = new Auto();  tesla.Move();           // легковая машина едет  abstract class Transport  {      public abstract void Move();  }  // класс машины  abstract class Car :Transport{}    class Auto: Car  {      public override void Move()      {          Console.WriteLine("легковая машина едет");      }  } |

В данном случае класс Car не реализует абстрактный метод Move базового класса Transport и поэтому также определен как абстрактный. Однако любые неабстрактные классы, производные от Car, все равно должны реализовать все унаследованные абстрактные методы и свойства.

### Пример абстрактного класса

Xрестоматийным примером является система геометрических фигур. В реальности не существует геометрической фигуры как таковой. Есть круг, прямоугольник, квадрат, но просто фигуры нет. Однако же и круг, и прямоугольник имеют что-то общее и являются фигурами:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29 | // абстрактный класс фигуры  abstract class Shape  {      // абстрактный метод для получения периметра      public abstract double GetPerimeter();      // абстрактный метод для получения площади      public abstract double GetArea();  }  // производный класс прямоугольника  class Rectangle : Shape  {      public float Width { get; set; }      public float Height { get; set; }        // переопределение получения периметра      public override double GetPerimeter() => Width \* 2 + Height \* 2;      // переопрелеление получения площади      public override double GetArea() => Width \* Height;  }  // производный класс окружности  class Circle : Shape  {      public double Radius { get; set; }        // переопределение получения периметра      public override double GetPerimeter() => Radius \* 2 \* 3.14;      // переопрелеление получения площади      public override double GetArea() => Radius \* Radius \* 3.14;  } |

Применение классов:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | var rectanle = new Rectangle { Width = 20, Height = 20 };  var circle = new Circle { Radius = 200 };  PrintShape(rectanle); // Perimeter: 80   Area: 400  PrintShape(circle); // Perimeter: 1256  Area: 125600    void PrintShape(Shape shape)  {      Console.WriteLine($"Perimeter: {shape.GetPerimeter()}  Area: {shape.GetArea()}");  } |

## Класс System.Object и его методы

Все классы в .NET, даже те, которые мы сами создаем, а также базовые типы, такие как **System.Int32**, являются неявно производными от класса Object. Даже если мы не указываем класс Object в качестве базового, по умолчанию неявно класс Object все равно стоит на вершине иерархии наследования. Поэтому все типы и классы могут реализовать те методы, которые определены в классе System.Object. Рассмотрим эти методы.

### ToString

Метод ToString служит для получения строкового представления данного объекта. Для базовых типов просто будет выводиться их строковое значение:

|  |  |
| --- | --- |
| 1  2  3  4  5 | int i = 5;  Console.WriteLine(i.ToString()); // выведет число 5    double d = 3.5;  Console.WriteLine(d.ToString()); // выведет число 3,5 |

Для классов же этот метод выводит полное название класса с указанием пространства имен, в котором определен этот класс. И мы можем переопределить данный метод. Посмотрим на примере:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | Person person = new Person { Name = "Tom" };  Console.WriteLine(person.ToString()); // выведет название класса Person    Clock clock = new Clock { Hours = 15, Minutes = 34, Seconds = 53 };  Console.WriteLine(clock.ToString()); // выведет 15:34:53    class Clock  {      public int Hours { get; set; }      public int Minutes { get; set; }      public int Seconds { get; set; }      public override string ToString()      {          return $"{Hours}:{Minutes}:{Seconds}";      }  }  class Person  {      public string Name { get; set; } = "";  } |

Для переопределения метода ToString() в классе Clock, который представляет часы, используется ключевое слово **override** (как и при обычном переопределении виртуальных или абстрактных методов). В данном случае метод ToString() выводит в строке значения свойств Hours, Minutes, Seconds.

Класс Person не переопределяет метод ToString, поэтому для этого класса срабатывает стандартная реализация этого метода, которая выводит просто название класса.

Кстати в данном случае мы могли задействовать обе реализации:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | Person tom = new Person { Name = "Tom" };  Console.WriteLine(tom.ToString()); // Tom    Person undefined = new Person();  Console.WriteLine(undefined.ToString()); // Person    class Person  {      public string Name { get; set; } = "";        public override string? ToString()      {          if (string.IsNullOrEmpty(Name))              return base.ToString();          return Name;      }  } |

То есть если имя - свойство Name не имеет значения, оно представляет пустую строку, то возвращается базовая реализация - название класса. Стоит отметить, что базовая реализация возвращает не просто строку, а объект **string?** - то есть это может быть строка string, либо значение **null**, которое указывает на отсутствие значения. И в реальности в качестве возвращаемого типа для метода мы можем использовать как **string**, так и **string?**

Если же имя у объекта Person установлено, то возвращается значение свойства Name. Для проверки строки на наличие значения применяется метод String.IsNullOrEmpty().

Стоит отметить, что различные технологии на платформе .NET активно используют метод ToString для разных целей. В частности, тот же метод Console.WriteLine() по умолчанию выводит именно строковое представление объекта. Поэтому, если нам надо вывести строковое представление объекта на консоль, то при передаче объекта в метод Console.WriteLine необязательно использовать метод ToString() - он вызывается неявно:

|  |  |
| --- | --- |
| 1  2  3  4  5 | Person person = new Person { Name = "Tom" };  Console.WriteLine(person);  // Tom    Clock clock = new Clock { Hours = 15, Minutes = 34, Seconds = 53 };  Console.WriteLine(clock); // выведет 15:34:53 |

### Метод GetHashCode

Метод **GetHashCode** позволяет возвратить некоторое числовое значение, которое будет соответствовать данному объекту или его хэш-код. По данному числу, например, можно сравнивать объекты. Можно определять самые разные алгоритмы генерации подобного числа или взять реализаци базового типа:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | class Person  {      public string Name { get; set; } = "";        public override int GetHashCode()      {          return Name.GetHashCode();      }  } |

В данном случае метод GetHashCode возвращает хеш-код для значения свойства Name. То есть два объекта Person, которые имеют одно и то же имя, будут возвращать один и тот же хеш-код. Однако в реальности алгоритм может быть самым различным.

### Получение типа объекта и метод GetType

Метод **GetType** позволяет получить тип данного объекта:

|  |  |
| --- | --- |
| 1  2 | Person person = new Person { Name = "Tom" };  Console.WriteLine(person.GetType());    // Person |

Этот метод возвращает объект **Type**, то есть тип объекта.

С помощью ключевого слова **typeof** мы получаем тип класса и сравниваем его с типом объекта. И если этот объект представляет тип Client, то выполняем определенные действия.

|  |  |
| --- | --- |
| 1  2  3 | object person = new Person { Name = "Tom" };  if (person.GetType() == typeof(Person))      Console.WriteLine("Это реально класс Person"); |

Причем поскольку класс Object является базовым типом для всех классов, то мы можем переменной типа object присвоить объект любого типа. Однако для этой переменной метод GetType все равно вернет тот тип, на объект которого ссылается переменная. То есть в данном случае объект типа Person.

Стоит отметить, что проверку типа можно скоратить с помощью оператора **is**:

|  |  |
| --- | --- |
| 1  2  3 | object person = new Person { Name = "Tom" };  if (person is Person)      Console.WriteLine("Это реально класс Person"); |

В отличие от методов ToString, Equals, GetHashCode метод **GetType()** не переопределяется.

### Метод Equals

Метод Equals позволяет сравнить два объекта на равенство. В качестве параметра он принимает объект для сравнения в виде типа object и возврашает true, если оба объекта равны:

|  |  |
| --- | --- |
| 1 | public override bool Equals(object? obj) {......} |

Например, реализуем данный метод в классе Person:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13 | class Person  {      public string Name { get; set; } = "";      public override bool Equals(object? obj)      {          // если параметр метода представляет тип Person          // то возвращаем true, если имена совпадают          if (obj is Person person) return Name == person.Name;          return false;      }      // вместе с методом Equals следует реализовать метод GetHashCode      public override int GetHashCode() => Name.GetHashCode();  } |

Метод Equals принимает в качестве параметра объект любого типа, который мы затем приводим к текущему классу - классу Person.

Если переданный объект представляет тип Person, то возвращаем результат сравнения имен двух объектов Person. Если же объект представляет другой тип, то возвращается false.

В данном случае для примера применяется довольно простой алгоритм сравнения, однако при необходимости реализацию метода можно сделать более сложной, например, сравнивать по нескольким свойствам при их наличии.

Стоит отметить, что вместе с методом Equals следует реализовать метод GetHashCode.

Применение метода:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | var person1 = new Person { Name = "Tom" };  var person2 = new Person { Name = "Bob" };  var person3 = new Person { Name = "Tom" };    bool person1EqualsPerson2 = person1.Equals(person2);   // false  bool person1EqualsPerson3 = person1.Equals(person3);   // true    Console.WriteLine(person1EqualsPerson2);    // false  Console.WriteLine(person1EqualsPerson3);    // true |

И если следует сравнивать два сложных объекта, как в данном случае, то лучше использовать метод Equals, а не стандартную операцию ==.

## Обобщения

Кроме обычных типов фреймворк .NET также поддерживает обобщенные типы (generics), а также создание обобщенных методов. Чтобы разобраться в особенности данного явления, сначала посмотрим на проблему, которая могла возникнуть до появления обобщенных типов. Посмотрим на примере. Допустим, мы определяем класс для хранения данных пользователя:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | class Person  {      public int Id { get;}      public string Name { get;}      public Person(int id, string name)      {          Id = id;          Name = name;      }  } |

Класс Person определяет два свойства: Id - уникальный идентификатор пользователя и Name - имя пользователя.

Здесь идентификатор пользователя задан как числовое значение, то есть это будут значения 1, 2, 3, 4 и так далее.

Однако также нередко для идентификатора используются и строковые значения. И у числовых, и у строковых значений есть свои плюсы и минусы. И на момент написания класса мы можем точно не знать, что лучше выбрать для хранения идентификатора - строки или числа. Либо, возможно, этот класс будет использоваться другими разработчиками, которые могут иметь свое мнение по данной проблеме, например, они могут для представления идентификатора создать специальный класс.

И на первый взгляд, чтобы выйти из подобной ситуации, мы можем определить свойство Id как свойство типа object. Так как тип object является универсальным типом, от которого наследуется все типы, соответственно в свойствах подобного типа мы можем сохранить и строки, и числа:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | class Person  {      public object Id { get;}      public string Name { get;}      public Person(object id, string name)      {          Id = id;          Name = name;      }  } |

Затем этот класс можно было использовать для создания пользователей в программе:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | Person tom = new Person(546, "Tom");  Person bob = new Person("abc123", "Bob");    int tomId = (int)tom.Id;  string bobId = (string) bob.Id;    Console.WriteLine(tomId);   // 546  Console.WriteLine(bobId);   // abc123 |

Все вроде замечательно работает, но такое решение является не очень оптимальным. Дело в том, что в данном случае мы сталкиваемся с такими явлениями как **упаковка (boxing)** и **распаковка (unboxing)**.

Так, при передаче в конструктор значения типа int, происходит упаковка этого значения в тип Object:

|  |  |
| --- | --- |
| 1 | Person tom = new Person(546, "Tom");    // упаковка в значения int в тип Object |

Чтобы обратно получить данные в переменную типов int, необходимо выполнить распаковку:

|  |  |
| --- | --- |
| 1 | int tomId = (int)tom.Id;        // Распаковка в тип int |

Упаковка (boxing) предполагает преобразование объекта значимого типа (например, типа int) к типу object. При упаковке общеязыковая среда CLR обертывает значение в объект типа **System.Object** и сохраняет его в управляемой куче (хипе). Распаковка (unboxing), наоборот, предполагает преобразование объекта типа object к значимому типу. Упаковка и распаковка ведут к снижению производительности, так как системе надо осуществить необходимые преобразования.

Кроме того, существует другая проблема - проблема безопасности типов. Так, мы получим ошибку во время выполнения программы, если напишем следующим образом:

|  |  |
| --- | --- |
| 1  2  3 | Person tom = new Person(546, "Tom");  string tomId = (string)tom.Id;  // !Ошибка  - Исключение InvalidCastException  Console.WriteLine(tomId);   // 546 |

Мы можем не знать, какой именно объект представляет Id, и при попытке получить число в данном случае мы столкнемся с исключением InvalidCastException. Причем с исключением мы столкнемся на этае выполнения программы.

Для решения этих проблем в язык C# была добавлена поддержка **обобщенных типов** (также часто называют универсальными типами). Обобщенные типы позволяют указать конкретный тип, который будет использоваться. Поэтому определим класс Person как обощенный:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | class Person<T>  {      public T Id { get; set; }      public string Name { get; set; }      public Person(T id, string name)      {          Id = id;          Name = name;      }  } |

Угловые скобки в описании class Person<T> указывают, что класс является обобщенным, а тип T, заключенный в угловые скобки, будет использоваться этим классом. Необязательно использовать именно букву T, это может быть и любая другая буква или набор символов. Причем сейчас на этапе написания кода нам неизвестно, что это будет за тип, это может быть любой тип. Поэтому параметр **T** в угловых скобках еще называется **универсальным параметром**, так как вместо него можно подставить любой тип.

Например, вместо параметра T можно использовать объект int, то есть число, представляющее номер пользователя. Это также может быть объект string, либо или любой другой класс или структура:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | Person<int> tom = new Person<int>(546, "Tom");  // упаковка не нужна  Person<string> bob = new Person<string>("abc123", "Bob");    int tomId = tom.Id;      // распаковка не нужна  string bobId = bob.Id;  // преобразование типов не нужно    Console.WriteLine(tomId);   // 546  Console.WriteLine(bobId);   // abc123 |

Поскольку класс Person является обобщенным, то при определении переменной после названия типа в угловых скобках необходимо указать тот тип, который будет использоваться вместо универсального параметра T. В данном случае объекты Person типизируются типами int и string:

|  |  |
| --- | --- |
| 1  2 | Person<int> tom = new Person<int>(546, "Tom");  // упаковка не нужна  Person<string> bob = new Person<string>("abc123", "Bob"); |

Поэтому у первого объекта tom свойство Id будет иметь тип int, а у объекта bob - тип string. И в случае с типом int упаковки происходить не будет.

При попытке передать для параметра id значение другого типа мы получим ошибку компиляции:

|  |  |
| --- | --- |
| 1 | Person<int> tom = new Person<int>("546", "Tom");  // ошибка компиляции |

А при получении значения из Id нам больше не потребуется операция приведения типов и распаковка тоже применяться не будет:

|  |  |
| --- | --- |
| 1 | int tomId = tom.Id;      // распаковка не нужна |

Тем самым мы избежим проблем с типобезопасностью. Таким образом, используя обобщенный вариант класса, мы снижаем время на выполнение и количество потенциальных ошибок.

При этом универсальный параметр также может представлять обобщенный тип:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | // класс компании  class Company<P>  {      public P CEO { get; set; }  // президент компании      public Company(P ceo)      {          CEO = ceo;      }  }  class Person<T>  {      public T Id { get;}      public string Name { get;}      public Person(T id, string name)      {          Id = id;          Name = name;      }  } |

Здесь класс компании определяет свойство CEO, которое хранит президента компании. И мы можем передать для этого свойства значение типа Person, типизированного каким-нибудь типом:

|  |  |
| --- | --- |
| 1  2  3  4  5 | Person<int> tom = new Person<int>(546, "Tom");  Company<Person<int>> microsoft =  new Company<Person<int>>(tom);    Console.WriteLine(microsoft.CEO.Id);  // 546  Console.WriteLine(microsoft.CEO.Name);  // Tom |

### Статические поля обобщенных классов

При типизации обобщенного класса определенным типом будет создаваться свой набор статических членов. Например, в классе Person определено следующее статическое поле:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11 | class Person<T>  {      public static T? code;      public T Id { get; set; }      public string Name { get; set; }      public Person(T id, string name)      {          Id = id;          Name = name;      }  } |

Теперь типизируем класс двумя типами int и string:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | Person<int> tom = new Person<int>(546, "Tom");  Person<int>.code = 1234;    Person<string> bob = new Person<string>("abc", "Bob");  Person<string>.code = "meta";    Console.WriteLine(Person<int>.code);       // 1234  Console.WriteLine(Person<string>.code);   // meta |

В итоге для Person<string> и для Person<int> будет создана своя переменная code.

### Использование нескольких универсальных параметров

Обобщения могут использовать несколько универсальных параметров одновременно, которые могут представлять одинаковые или различные типы:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | class Person<T, K>  {      public T Id { get;}      public K Password { get; set; }      public string Name { get;}      public Person(T id, K password, string name)      {          Id = id;          Name = name;          Password = password;      }  } |

Здесь класс Person использует два универсальных параметра: один параметр для идентификатора, другой параметр - для свойства-пароля. Применим данный класс:

|  |  |
| --- | --- |
| 1  2  3 | Person<int, string> tom = new Person<int, string>(546, "qwerty", "Tom");  Console.WriteLine(tom.Id);  // 546  Console.WriteLine(tom.Password);// qwerty |

Здесь объект Person типизируется типами int и string. То есть в качестве универсального параметра T используется тип int, а для параметра K - тип string.

### Обобщенные методы

Кроме обобщенных классов можно также создавать обобщенные методы, которые точно также будут использовать универсальные параметры. Например:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | int x = 7;  int y = 25;  Swap<int>(ref x, ref y); // или так Swap(ref x, ref y);  Console.WriteLine($"x={x}    y={y}");   // x=25   y=7    string s1 = "hello";  string s2 = "bye";  Swap<string>(ref s1, ref s2); // или так Swap(ref s1, ref s2);  Console.WriteLine($"s1={s1}    s2={s2}"); // s1=bye   s2=hello    void Swap<T>(ref T x, ref T y)  {      T temp = x;      x = y;      y = temp;  } |

Здесь определен обощенный метод Swap, который принимает параметры по ссылке и меняет их значения. При этом в данном случае не важно, какой тип представляют эти параметры.

При вызове метода Swap типизируем его определенным типом и передаем ему соответствующие этому типу значения.

## Ограничения обобщений

С помощью универсальных параметров мы можем типизировать обобщенные классы любым типом. Однако иногда возникает необходимость конкретизировать тип. Например, у нас есть следующий класс Message, который представляет некоторое сообщение:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | class Message  {      public string Text { get; } // текст сообщения      public Message(string text)      {          Text = text;      }  } |

И, допустим, мы хотим определить метод для отправки сообщений в виде объектов Message. На первый взгляд мы можем определить и использовать следующий метод:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | SendMessage(new Message("Hello World"));    void SendMessage(Message message)  {      Console.WriteLine($"Отправляется сообщение: {message.Text}");  } |

Метод SendMessage в качестве параметра message принимает объект Message и эмулирует его отправку. Вроде все нормально и что-то лучше вряд ли можно придумать. Но у класса Message могут быть классы-наследники. Например, класс EmailMessage для email-сообщений, SmsMessage - для sms-сообщений и так далее

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | class EmailMessage : Message  {      public EmailMessage(string text) : base(text) { }  }  class SmsMessage : Message  {      public SmsMessage(string text) : base(text) { }  } |

Что если мы хотим также отправлять сообщения, которые представляют эти классы? Проблемы вроде нет, поскольку метод SendMessage принимает объект Message и соответственно также и объекты производных классов:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | SendMessage(new EmailMessage("Hello World"));    void SendMessage(Message message)  {      Console.WriteLine($"Отправляется сообщение: {message.Text}");  } |

Но здесь мы сталкиваемся с преобразованием типов: от EmailMessage к Message. Кроме того, опять же возможна проблема типобезопасности, если мы захотим преобразовать объект message в объект производных классов. И в этом случае чтобы избежать преобразований, мы можем применить обобщения:

|  |  |
| --- | --- |
| 1  2  3  4 | void SendMessage<T>(T message)  {      Console.WriteLine($"Отправляется сообщение: {message.Text}");   // ! Ошибка - свойство Text  } |

Обобщения позволяют избежать преобразований, но теперь мы сталкиваемся с другой проблемой - универсальный параметр T подразумевает любой тип. Но не любой тип имеет свойство Text. Соответственно свойство Text для объекта типа T не определено и мы не можем это свойство использоваться. Более того для объекта T по умолчанию нам достуны только методы типа object.

Таким образом, возникает проблема: надо избежать преобразований типов и соответственно использовать обобщения, а с другой стороны, необходимо обращаться внутри метода к функционалу класса Message. И ограничения обобщений позволяют решить эту проблему.

### Ограничения методов

Ограничения методов указываются после списка параметров после оператора **where**:

|  |  |
| --- | --- |
| 1 | имя\_метода<T>(параметры) where T: тип\_ограничения |

После оператора **where** указывается универсальный параметр, для которого применяется ограничение. И через двоеточие указывается тип ограничения - обычно в качестве ограничения выступает конкретный тип.

Например, применим ограничения к методу SendMessage, который отправляет объекты Message

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19 | SendMessage(new Message("Hello World"));  SendMessage(new EmailMessage("Bye World"));    void SendMessage<T>(T message) where T: Message  {      Console.WriteLine($"Отправляется сообщение: {message.Text}");  }  class Message  {      public string Text { get; } // текст сообщения      public Message(string text)      {          Text = text;      }  }  class EmailMessage : Message  {      public EmailMessage(string text) : base(text) { }  } |

Выражение where T: Message в определении метода SendMessage говорит, что через универсальный параметр T будут передаваться объекты класса Message и производных классов. Благодаря этому компилятор будет знать, что T будет иметь функционал класса Message, и соответственно мы сможем обратиться к методам и свойствам класса Message внутри метода без проблем.

При вызове метода нам необязательно указывать тип в угловых скобках - компилятор на основании переданного значения сам определит каким тиом типизиуется метод:

|  |  |
| --- | --- |
| 1 | SendMessage(new EmailMessage("Bye World")); |

Однако это можно сделать и явно

|  |  |
| --- | --- |
| 1 | SendMessage<EmailMessage>(new EmailMessage("Bye World")); |

### Ограничения обобщений в типах

Подобным образом можно определять и ограничения обобщенных типов. Например, ограничения обобщенных классов:

|  |  |
| --- | --- |
| 1 | class имя\_класса<T> where T: тип\_ограничения |

В качестве примера определим класс мессенджера, который будет отправлять сообшения в виде объектов Message:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20 | class Messenger<T> where T : Message  {      public void SendMessage(T message)      {          Console.WriteLine($"Отправляется сообщение: {message.Text}");      }  }    class Message  {      public string Text { get; } // текст сообщения      public Message(string text)      {          Text = text;      }  }  class EmailMessage : Message  {      public EmailMessage(string text) : base(text) { }  } |

Здесь для класса Messenger опять же установлено ограничение where T : Message. То есть внутри класса Messenger все объекты типа T можно использовать как объекты Message. И в данном случае в классе Messenger в методе SendMessage опять эмулируется отправка сообшений.

Применим класс для отправки сообщений:

|  |  |
| --- | --- |
| 1  2  3  4  5 | Messenger<Message> telegram = new Messenger<Message>();  telegram.SendMessage(new Message("Hello World"));    Messenger<EmailMessage> outlook = new Messenger<EmailMessage>();  outlook.SendMessage(new EmailMessage("Bye World")); |

### Типы ограничений и стандартные ограничения

В качестве ограничений мы можем использовать следующие типы:

* Классы
* Интерфейсы
* class - универсальный параметр должен представлять класс
* struct - универсальный параметр должен представлять структуру
* new() - универсальный параметр должен представлять тип, который имеет общедоступный (public) конструктор без параметров

Есть ряд стандартных ограничений, которые мы можем использовать. В частности, можно указать ограничение, чтобы использовались только структуры или другие типы значений:

|  |  |
| --- | --- |
| 1  2 | class Messenger<T> where T : struct  {} |

При этом использовать в качестве ограничения конкретные структуры в отличие от классов нельзя.

Также можно задать в качестве ограничения ссылочные типы:

|  |  |
| --- | --- |
| 1  2 | class Messenger<T> where T : class  {} |

А также можно задать с помощью слова **new** в качестве ограничения класс или структуру, которые имеют общедоступный конструктор без параметров:

|  |  |
| --- | --- |
| 1  2 | class Messenger<T> where T : new()  {} |

Если для универсального параметра задано несколько ограничений, то они должны идти в определенном порядке:

1. Название класса, class, struct. Причем мы можем одновременно определить только одно из этих ограничений
2. Название интерфейса
3. new()

|  |  |
| --- | --- |
| 1  2  3  4 | class Smartphone<T> where T: Messenger, new()  {    } |

### Использование нескольких универсальных параметров

Если класс использует несколько универсальных параметров, то последовательно можно задать ограничения к каждому из них:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | class Messenger<T, P>      where T : Message      where P: Person  {      public void SendMessage(P sender, P receiver, T message)      {          Console.WriteLine($"Отправитель: {sender.Name}");          Console.WriteLine($"Получатель: {receiver.Name}");          Console.WriteLine($"Сообщение: {message.Text}");      }  }  class Person  {      public string Name { get;}      public Person(string name) => Name = name;  }    class Message  {      public string Text { get; } // текст сообщения      public Message(string text) =>  Text = text;  } |

В данном случае для параметра P будут передаваться объекты типа Person, а для параметра T - объекты Message.

Применим классы:

|  |  |
| --- | --- |
| 1  2  3  4  5 | Messenger<Message, Person> telegram = new Messenger<Message, Person>();  Person tom = new Person("Tom");  Person bob = new Person("Bob");  Message hello = new Message("Hello, Bob!");  telegram.SendMessage(tom, bob, hello); |

Консольный вывод:

Отправитель: Tom

Получатель: Bob

Сообщение: Hello, Bob!

## Наследование обобщенных типов

Один обобщенный класс может быть унаследован от другого обобщенного. При этом можно использовать различные варианты наследования.

Допустим, у нас есть следующий базовый класс Person:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | class Person<T>  {      public T Id { get;}      public Person(T id)      {          Id = id;      }  } |

Первый вариант заключается в создание класса-наследника, который типизирован тем же типом, что и базовый:

|  |  |
| --- | --- |
| 1  2  3  4 | class UniversalPerson<T> : Person<T>  {      public UniversalPerson(T id) : base(id) { }  } |

Применение класса:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | Person<string> person1 = new Person<string>("34");  Person<int> person3 = new UniversalPerson<int>(45);  UniversalPerson<int> person2 = new UniversalPerson<int>(33);  Console.WriteLine(person1.Id);  Console.WriteLine(person2.Id);  Console.WriteLine(person3.Id); |

Второй вариант представляет создание обычного необобщенного класса-наследника. В этом случае при наследовании у базового класса надо явным образом определить используемый тип:

|  |  |
| --- | --- |
| 1  2  3  4 | class StringPerson : Person<string>  {      public StringPerson(string id) : base(id) { }  } |

Теперь в производном классе в качестве типа будет использоваться тип string. Применение класса:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | StringPerson person4 = new StringPerson("438767");  Person<string> person5 = new StringPerson("43875");  // так нельзя написать  //Person<int> person6 = new StringPerson("45545");  Console.WriteLine(person4.Id);  Console.WriteLine(person5.Id); |

Третий вариант представляет типизацию производного класса параметром совсем другого типа, отличного от универсального параметра в базовом классе. В этом случае для базового класса также надо указать используемый тип:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | class IntPerson<T> : Person<int>  {      public T Code { get; set; }      public IntPerson(int id, T code) : base(id)      {          Code = code;      }  } |

Здесь тип IntPerson типизирован еще одним типом, который может не совпадать с типом, который используется базовым классом. Применение класса:

|  |  |
| --- | --- |
| 1  2  3  4 | IntPerson<string> person7 = new IntPerson<string>(5, "r4556");  Person<int> person8 = new IntPerson<long>(7, 4587);  Console.WriteLine(person7.Id);  Console.WriteLine(person8.Id); |

И также в классах-наследниках можно сочетать использование универсального параметра из базового класса с применением своих параметров:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | class MixedPerson<T, K> : Person<T>      where K : struct  {      public K Code { get; set; }      public MixedPerson(T id, K code) : base(id)      {          Code = code;      }  } |

Здесь в дополнение к унаследованному от базового класса параметру T добавляется новый параметр K. Также если необходимо при этом задать ограничения, мы их можем указать после названия базового класса. Применение класса:

|  |  |
| --- | --- |
| 1  2  3  4 | MixedPerson<string, int> person9 = new MixedPerson<string, int>("456", 356);  Person<string> person10 = new MixedPerson<string, int>("9867", 35678);  Console.WriteLine(person9.Id);  Console.WriteLine(person10.Id); |

При этом стоит учитывать, что если на уровне базового класса для универсального параметра установлено ограничение, то подобное ограничение должно быть определено и в производных классах, которые также используют этот параметр:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | class Person<T> where T : class  {      public T Id { get;}      public Person(T id) => Id = id;  }  class UniversalPerson<T> : Person<T> where T: class  {      public UniversalPerson(T id) : base(id) { }  } |

То есть если в базовом классе в качестве ограничение указано class, то есть любой класс, то в производном классе также надо указать в качестве ограничения class, либо же какой-то конкретный класс.

**5-bob**

# **Обработка исключений**

## Конструкция try..catch..finally

Иногда при выполнении программы возникают ошибки, которые трудно предусмотреть или предвидеть, а иногда и вовсе невозможно. Например, при передачи файла по сети может неожиданно оборваться сетевое подключение. такие ситуации называются **исключениями**. Язык C# предоставляет разработчикам возможности для обработки таких ситуаций. Для этого в C# предназначена конструкция **try...catch...finally**.

|  |
| --- |
| try  {    }  catch  {    }  finally  {    } |

При использовании блока **try...catch..finally** вначале выполняются все инструкции в блоке **try**. Если в этом блоке не возникло исключений, то после его выполнения начинает выполняться блок **finally**. И затем конструкция try..catch..finally завершает свою работу.

Если же в блоке try вдруг возникает исключение, то обычный порядок выполнения останавливается, и среда CLR начинает искать блок **catch**, который может обработать данное исключение. Если нужный блок catch найден, то он выполняется, и после его завершения выполняется блок finally.

Если нужный блок catch не найден, то при возникновении исключения программа аварийно завершает свое выполнение.

Рассмотрим следующий пример:

|  |  |
| --- | --- |
| 1  2  3  4 | int x = 5;  int y = x / 0;  Console.WriteLine($"Результат: {y}");  Console.WriteLine("Конец программы"); |

В данном случае происходит деление числа на 0, что приведет к генерации исключения. И при запуске приложения в режиме отладки мы увидим в Visual Studio окошко, которое информирует об исключении:

В этом окошке мы видим, что возникло исключение, которое представляет тип **System.DivideByZeroException**, то есть попытка деления на ноль. С помощью пункта **View Details** можно посмотреть более детальную информацию об исключении.

И в этом случае единственное, что нам остается, это завершить выполнение программы.

Чтобы избежать подобного аварийного завершения программы, следует использовать для обработки исключений конструкцию **try...catch...finally**. Так, перепишем пример следующим образом:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15 | try  {      int x = 5;      int y = x / 0;      Console.WriteLine($"Результат: {y}");  }  catch  {      Console.WriteLine("Возникло исключение!");  }  finally  {      Console.WriteLine("Блок finally");  }  Console.WriteLine("Конец программы"); |

В данном случае у нас опять же возникнет исключение в блоке try, так как мы пытаемся разделить на ноль. И дойдя до строки

|  |  |
| --- | --- |
| 1 | int y = x / 0; |

выполнение программы остановится. CLR найдет блок **catch** и передаст управление этому блоку.

После блока catch будет выполняться блок finally.

Возникло исключение!

Блок finally

Конец программы

Таким образом, программа по-прежнему не будет выполнять деление на ноль и соответственно не будет выводить результат этого деления, но теперь она не будет аварийно завершаться, а исключение будет обрабатываться в блоке catch.

Следует отметить, что в этой конструкции обязателен блок **try**. При наличии блока catch мы можем опустить блок finally:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | try  {      int x = 5;      int y = x / 0;      Console.WriteLine($"Результат: {y}");  }  catch  {      Console.WriteLine("Возникло исключение!");  } |

И, наоборот, при наличии блока finally мы можем опустить блок catch и не обрабатывать исключение:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | try  {      int x = 5;      int y = x / 0;      Console.WriteLine($"Результат: {y}");  }  finally  {      Console.WriteLine("Блок finally");  } |

Однако, хотя с точки зрения синтаксиса C# такая конструкция вполне корректна, тем не менее, поскольку CLR не сможет найти нужный блок catch, то исключение не будет обработано, и программа аварийно завершится.

### Обработка исключений и условные конструкции

Ряд исключительных ситуаций может быть предвиден разработчиком. Например, пусть в программе есть метод, который принимает строку, конвертирует ее в число и вычисляет квадрат этого числа:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | Square("12"); // Квадрат числа 12: 144  Square("ab"); // !Исключение    void Square(string data)  {      int x = int.Parse(data);      Console.WriteLine($"Квадрат числа {x}: {x \* x}");  } |

Если пользователь передаст в метод не число, а строку, которая содежит нецифровые символы, то программа выпадет в ошибку. С одной стороны, здесь как раз та ситуация, когда можно применить блок try..catch, чтобы обработать возможную ошибку. Однако гораздо оптимальнее было бы проверить допустимость преобразования:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | Square("12"); // Квадрат числа 12: 144  Square("ab"); // Некорректный ввод    void Square(string data)  {      if (int.TryParse(data, out var x))      {          Console.WriteLine($"Квадрат числа {x}: {x \* x}");      }      else      {          Console.WriteLine("Некорректный ввод");      }  } |

Метод int.TryParse() возвращает true, если преобразование можно осуществить, и false - если нельзя. При допустимости преобразования переменная x будет содержать введенное число. Так, не используя try...catch можно обработать возможную исключительную ситуацию.

С точки зрения производительности использование блоков try..catch более накладно, чем применение условных конструкций. Поэтому по возможности вместо try..catch лучше использовать условные конструкции на проверку исключительных ситуаций.

## Блок catch и фильтры исключений

### Определение блока catch

За обработку исключения отвечает блок **catch**, который может иметь следующие формы:

|  |  |
| --- | --- |
| 1  2  3  4 | catch  {      // выполняемые инструкции  } |

* Обрабатывает любое исключение, которое возникло в блоке try. Выше уже был продемонстрирован пример подобного блока.

|  |  |
| --- | --- |
| 1  2  3  4 | catch (тип\_исключения)  {      // выполняемые инструкции  } |

* Обрабатывает только те исключения, которые соответствуют типу, указаному в скобках после оператора catch.
* Например, обработаем только исключения типа DivideByZeroException:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | try  {      int x = 5;      int y = x / 0;      Console.WriteLine($"Результат: {y}");  }  catch(DivideByZeroException)  {      Console.WriteLine("Возникло исключение DivideByZeroException");  } |

* Однако если в блоке try возникнут исключения каких-то других типов, отличных от DivideByZeroException, то они не будут обработаны.

|  |  |
| --- | --- |
| 1  2  3  4 | catch (тип\_исключения имя\_переменной)  {      // выполняемые инструкции  } |

* Обрабатывает только те исключения, которые соответствуют типу, указаному в скобках после оператора catch. А вся информация об исключении помещается в переменную данного типа. Например:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10 | try  {      int x = 5;      int y = x / 0;      Console.WriteLine($"Результат: {y}");  }  catch(DivideByZeroException ex)  {      Console.WriteLine($"Возникло исключение {ex.Message}");  } |

* Фактически этот случай аналогичен предыдущему за тем исключением, что здесь используется переменная. В данном случае в переменную ex, которая представляет тип DivideByZeroException, помещается информация о возникшем исключени. И с помощью свойства Message мы можем получить сообщение об ошибке.
* Если нам не нужна информация об исключении, то переменную можно не использовать как в предыдущем случае.

### Фильтры исключений

Фильтры исключений позволяют обрабатывать исключения в зависимости от определенных условий. Для их применения после выражения catch идет выражение **when**, после которого в скобках указывается условие:

|  |  |
| --- | --- |
| 1  2  3  4 | catch when(условие)  {    } |

В этом случае обработка исключения в блоке catch производится только в том случае, если условие в выражении when истинно. Например:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | int x = 1;  int y = 0;    try  {      int result1 = x / y;      int result2 = y / x;  }  catch (DivideByZeroException) when (y == 0)  {      Console.WriteLine("y не должен быть равен 0");  }  catch(DivideByZeroException ex)  {      Console.WriteLine(ex.Message);  } |

В данном случае будет выброшено исключение, так как y=0. Здесь два блока catch, и оба они обрабатывают исключения типа DivideByZeroException, то есть по сути все исключения, генерируемые при делении на ноль. Но поскольку для первого блока указано условие **y == 0**, то именно этот блок будет обрабатывать данное исключение - условие, указанное после оператора **when** возвращает true.

Противоположная ситуация:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16 | int x = 0;  int y = 1;    try  {      int result1 = x / y;      int result2 = y / x;  }  catch (DivideByZeroException) when (y == 0)  {      Console.WriteLine("y не должен быть равен 0");  }  catch(DivideByZeroException ex)  {      Console.WriteLine(ex.Message);  } |

В данном случае будет выброшено исключение, так как x=0. Условие первого блока catch - **y == 0** теперь возвращает false. Поэтому CLR будет дальше искать соответствующие блоки catch далее и для обработки исключения выберет второй блок catch. В итоге если мы уберем второй блок catch, то исключение вобще не будет обрабатываться.

## Типы исключений. Класс Exception

Базовым для всех типов исключений является тип **Exception**. Этот тип определяет ряд свойств, с помощью которых можно получить информацию об исключении.

* **InnerException**: хранит информацию об исключении, которое послужило причиной текущего исключения
* **Message**: хранит сообщение об исключении, текст ошибки
* **Source**: хранит имя объекта или сборки, которое вызвало исключение
* **StackTrace**: возвращает строковое представление стека вызывов, которые привели к возникновению исключения
* **TargetSite**: возвращает метод, в котором и было вызвано исключение

Например, обработаем исключения типа Exception:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | try  {      int x = 5;      int y = x / 0;      Console.WriteLine($"Результат: {y}");  }  catch (Exception ex)  {      Console.WriteLine($"Исключение: {ex.Message}");      Console.WriteLine($"Метод: {ex.TargetSite}");      Console.WriteLine($"Трассировка стека: {ex.StackTrace}");  } |

![](data:image/png;base64,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)

Однако так как тип Exception является базовым типом для всех исключений, то выражение catch (Exception ex) будет обрабатывать все исключения, которые могут возникнуть.

Но также есть более специализированные типы исключений, которые предназначены для обработки каких-то определенных видов исключений. Их довольно много, я приведу лишь некоторые:

* **DivideByZeroException**: представляет исключение, которое генерируется при делении на ноль
* **ArgumentOutOfRangeException**: генерируется, если значение аргумента находится вне диапазона допустимых значений
* **ArgumentException**: генерируется, если в метод для параметра передается некорректное значение
* **IndexOutOfRangeException**: генерируется, если индекс элемента массива или коллекции находится вне диапазона допустимых значений
* **InvalidCastException**: генерируется при попытке произвести недопустимые преобразования типов
* **NullReferenceException**: генерируется при попытке обращения к объекту, который равен null (то есть по сути неопределен)

И при необходимости мы можем разграничить обработку различных типов исключений, включив дополнительные блоки catch:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22 | static void Main(string[] args)  {      try      {          int[] numbers = new int[4];          numbers[7] = 9;     // IndexOutOfRangeException            int x = 5;          int y = x / 0;  // DivideByZeroException          Console.WriteLine($"Результат: {y}");      }      catch (DivideByZeroException)      {          Console.WriteLine("Возникло исключение DivideByZeroException");      }      catch (IndexOutOfRangeException ex)      {          Console.WriteLine(ex.Message);      }        Console.Read();  } |

В данном случае блоки catch обрабатывают исключения типов IndexOutOfRangeException и DivideByZeroException. Когда в блоке try возникнет исключение, то CLR будет искать нужный блок catch для обработки исключения. Так, в данном случае на строке

|  |  |
| --- | --- |
| 1 | numbers[7] = 9; |

происходит обращение к 7-му элементу массива. Однако поскольку в массиве только 4 элемента, то мы получим исключение типа IndexOutOfRangeException. CLR найдет блок catch, который обрабатывает данное исключение, и передаст ему управление.

Следует отметить, что в данном случае в блоке try есть ситуация для генерации второго исключения - деление на ноль. Однако поскольку после генерации IndexOutOfRangeException управление переходит в соответствующий блок catch, то деление на ноль int y = x / 0 в принципе не будет выполняться, поэтому исключение типа DivideByZeroException никогда не будет сгенерировано.

Однако рассмотрим другую ситуацию:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14 | try  {      object obj = "you";      int num = (int)obj;     // System.InvalidCastException      Console.WriteLine($"Результат: {num}");  }  catch (DivideByZeroException)  {      Console.WriteLine("Возникло исключение DivideByZeroException");  }  catch (IndexOutOfRangeException)  {      Console.WriteLine("Возникло исключение IndexOutOfRangeException");  } |

В данном случае в блоке try генерируется исключение типа InvalidCastException, однако соответствующего блока catch для обработки данного исключения нет. Поэтому программа аварийно завершит свое выполнение.

Мы также можем определить для InvalidCastException свой блок catch, однако суть в том, что теоретически в коде могут быть сгенерированы самыи разные типы исключений. А определять для всех типов исключений блоки catch, если обработка исключений однотипна, не имеет смысла. И в этом случае мы можем определить блок catch для базового типа Exception:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18 | try  {      object obj = "you";      int num = (int)obj;     // System.InvalidCastException      Console.WriteLine($"Результат: {num}");  }  catch (DivideByZeroException)  {      Console.WriteLine("Возникло исключение DivideByZeroException");  }  catch (IndexOutOfRangeException)  {      Console.WriteLine("Возникло исключение IndexOutOfRangeException");  }  catch (Exception ex)  {      Console.WriteLine($"Исключение: {ex.Message}");  } |

И в данном случае блок catch (Exception ex){} будет обрабатывать все исключения кроме DivideByZeroException и IndexOutOfRangeException. При этом блоки catch для более общих, более базовых исключений следует помещать в конце - после блоков catch для более конкретный, специализированных типов. Так как CLR выбирает для обработки исключения первый блок catch, который соответствует типу сгенерированного исключения. Поэтому в данном случае сначала обрабатывается исключение DivideByZeroException и IndexOutOfRangeException, и только потом Exception (так как DivideByZeroException и IndexOutOfRangeException наследуется от класса Exception).

## Генерация исключения и оператор throw

Обычно система сама генерирует исключения при определенных ситуациях, например, при делении числа на ноль. Но язык C# также позволяет генерировать исключения вручную с помощью оператора **throw**. То есть с помощью этого оператора мы сами можем создать исключение и вызвать его в процессе выполнения.

Например, в нашей программе происходит ввод имени пользователя, и мы хотим, чтобы, если длина имени меньше 2 символов, то возникало исключение:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17 | try  {      Console.Write("Введите имя: ");      string? name = Console.ReadLine();      if (name== null || name.Length < 2)      {          throw new Exception("Длина имени меньше 2 символов");      }      else      {          Console.WriteLine($"Ваше имя: {name}");      }  }  catch (Exception e)  {      Console.WriteLine($"Ошибка: {e.Message}");  } |

После оператора **throw** указывается объект исключения, через конструктор которого мы можем передать сообщение об ошибке. Естественно вместо типа Exception мы можем использовать объект любого другого типа исключений.

Затем в блоке catch сгенерированное нами исключение будет обработано.

Подобным образом мы можем генерировать исключения в любом месте программы. Но существует также и другая форма использования оператора throw, когда после данного оператора не указывается объект исключения. В подобном виде оператор throw может использоваться только в блоке catch:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | try  {      try      {          Console.Write("Введите имя: ");          string? name = Console.ReadLine();          if (name == null || name.Length < 2)          {              throw new Exception("Длина имени меньше 2 символов");          }          else          {              Console.WriteLine($"Ваше имя: {name}");          }      }      catch (Exception e)      {          Console.WriteLine($"Ошибка: {e.Message}");          throw;      }  }  catch (Exception ex)  {      Console.WriteLine(ex.Message);  } |

В данном случае при вводе имени с длиной меньше 2 символов возникнет исключение, которое будет обработано внутренним блоком catch. Однако поскольку в этом блоке используется оператор throw, то исключение будет передано дальше внешнему блоку catch, который получит то же смое исключение и выведет то же самое сообщение на консоль.

## Создание классов исключений

Если нас не устраивают встроенные типы исключений, то мы можем создать свои типы. Базовым классом для всех исключений является класс Exception, соответственно для создания своих типов мы можем унаследовать данный класс.

Допустим, у нас в программе будет ограничение по возрасту:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | try  {      Person person = new Person { Name = "Tom", Age = 17 };  }  catch (Exception ex)  {      Console.WriteLine($"Ошибка: {ex.Message}");  }    class Person  {      private int age;      public string Name { get; set; } = "";      public int Age      {          get => age;          set          {              if (value < 18)                  throw new Exception("Лицам до 18 регистрация запрещена");              else                  age = value;          }      }  } |

В классе Person при установке возраста происходит проверка, и если возраст меньше 18, то выбрасывается исключение. Класс Exception принимает в конструкторе в качестве параметра строку, которое затем передается в его свойство Message.

Но иногда удобнее использовать свои классы исключений. Например, в какой-то ситуации мы хотим обработать определенным образом только те исключения, которые относятся к классу Person. Для этих целей мы можем сделать специальный класс PersonException:

|  |  |
| --- | --- |
| 1  2  3  4  5 | class PersonException : Exception  {      public PersonException(string message)          : base(message) { }  } |

По сути класс кроме пустого конструктора ничего не имеет, и то в конструкторе мы просто обращаемся к конструктору базового класса Exception, передавая в него строку message. Но теперь мы можем изменить класс Person, чтобы он выбрасывал исключение именно этого типа и соответственно в основной программе обрабатывать это исключение:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25 | try  {      Person person = new Person { Name = "Tom", Age = 17 };  }  catch (PersonException ex)  {      Console.WriteLine($"Ошибка: {ex.Message}");  }    class Person  {      private int age;      public string Name { get; set; } = "";      public int Age      {          get => age;          set          {              if (value < 18)                  throw new PersonException("Лицам до 18 регистрация запрещена");              else                  age = value;          }      }  } |

Однако необязательно наследовать свой класс исключений именно от типа Exception, можно взять какой-нибудь другой производный тип. Например, в данном случае мы можем взять тип ArgumentException, который представляет исключение, генерируемое в результате передачи аргументу метода некорректного значения:

|  |  |
| --- | --- |
| 1  2  3  4  5  6 | class PersonException : ArgumentException  {      public PersonException(string message)          : base(message)      { }  } |

Каждый тип исключений может определять какие-то свои свойства. Например, в данном случае мы можем определить в классе свойство для хранения устанавливаемого значения:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | class PersonException : ArgumentException  {      public int Value { get;}      public PersonException(string message, int val)          : base(message)      {          Value = val;      }  } |

В конструкторе класса мы устанавливаем это свойство и при обработке исключения мы его можем получить:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26 | try  {      Person person = new Person { Name = "Tom", Age = 17 };  }  catch (PersonException ex)  {      Console.WriteLine($"Ошибка: {ex.Message}");      Console.WriteLine($"Некорректное значение: {ex.Value}");  }    class Person  {      private int age;      public string Name { get; set; } = "";      public int Age      {          get => age;          set          {              if (value < 18)                  throw new PersonException("Лицам до 18 регистрация запрещена", value);              else                  age = value;          }      }  } |

И в данном случае мы получим следующий консольный вывод:

## Поиск блока catch при обработке исключений

Если код, который вызывает исключение, не размещен в блоке try или помещен в конструкцию try..catch, которая не содержит соответствующего блока catch для обработки возникшего исключения, то система производит поиск соответствующего обработчика исключения в стеке вызовов.

Например, рассмотрим следующую программу:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12  13  14  15  16  17  18  19  20  21  22  23  24  25  26  27  28  29  30  31  32  33  34  35  36  37  38  39  40  41  42  43  44  45  46 | try  {      TestClass.Method1();  }  catch (DivideByZeroException ex)  {      Console.WriteLine($"Catch в Main : {ex.Message}");  }  finally  {      Console.WriteLine("Блок finally в Main");  }  Console.WriteLine("Конец метода Main");    class TestClass  {      public static void Method1()      {          try          {              Method2();          }          catch (IndexOutOfRangeException ex)          {              Console.WriteLine($"Catch в Method1 : {ex.Message}");          }          finally          {              Console.WriteLine("Блок finally в Method1");          }          Console.WriteLine("Конец метода Method1");      }      static void Method2()      {          try          {              int x = 8;              int y = x / 0;          }          finally          {              Console.WriteLine("Блок finally в Method2");          }          Console.WriteLine("Конец метода Method2");      }  } |

В данном случае стек вызовов выглядит следующим образом: метод Main вызывает метод Method1, который, в свою очередь, вызывает метод Method2. И в методе Method2 генерируется исключение DivideByZeroException. Визуально стек вызовов можно представить следующим образом:

Внизу стека метод Main, с которого началось выполнение, и на самом верху метод Method2.

Что будет происходить в данном случае при генерации исключения?

1. Метод Main вызывает метод Method1, а тот вызывает метод Method2, в котором генерируется исключение DivideByZeroException.
2. Система видит, что код, который вызывал исключение, помещен в конструкцию try..catch

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9 | try  {      int x = 8;      int y = x / 0;  }  finally  {      Console.WriteLine("Блок finally в Method2");  } |

1. Система ищет в этой конструкции блок catch, который обрабатывает исключение DivideByZeroException. Однако такого блока catch нет.
2. Система опускается в стеке вызовов в метод Method1, который вызывал Method2. Здесь вызов Method2 помещен в конструкцию try..catch

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | try  {      Method2();  }  catch (IndexOutOfRangeException ex)  {      Console.WriteLine($"Catch в Method1 : {ex.Message}");  }  finally  {      Console.WriteLine("Блок finally в Method1");  } |

1. Система также ищет в этой конструкции блок catch, который обрабатывает исключение DivideByZeroException. Однако здесь также подобный блок catch отсутствует.
2. Система далее опускается в стеке вызовов в метод Main, который вызывал Method1. Здесь вызов Method1 помещен в конструкцию try..catch

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8  9  10  11  12 | try  {      TestClass.Method1();  }  catch (DivideByZeroException ex)  {      Console.WriteLine($"Catch в Main : {ex.Message}");  }  finally  {      Console.WriteLine("Блок finally в Main");  } |

1. Система снова ищет в этой конструкции блок catch, который обрабатывает исключение DivideByZeroException. И в данном случае такой блок найден.
2. Система наконец нашла нужный блок catch в методе Main, для обработки исключения, которое возникло в методе Method2 - то есть к начальному методу, где непосредственно возникло исключение. Но пока данный блок catch НЕ выполняется. Система поднимается обратно по стеку вызовов в самый верх в метод Method2 и выполняет в нем блок finally:

|  |  |
| --- | --- |
| 1  2  3  4 | finally  {      Console.WriteLine("Блок finally в Method2");  } |

1. Далее система возвращается по стеку вызовов вниз в метод Method1 и выполняет в нем блок finally:

|  |  |
| --- | --- |
| 1  2  3  4 | finally  {      Console.WriteLine("Блок finally в Method1");  } |

1. Затем система переходит по стеку вызовов вниз в метод Main и выполняет в нем найденный блок catch и последующий блок finally:

|  |  |
| --- | --- |
| 1  2  3  4  5  6  7  8 | catch (DivideByZeroException ex)  {      Console.WriteLine($"Catch в Main : {ex.Message}");  }  finally  {      Console.WriteLine("Блок finally в Main");  } |

1. Далее выполняется код, который идет в методе Main после конструкции try..catch:

|  |  |
| --- | --- |
| 1 | Console.WriteLine("Конец метода Main"); |

1. Стоит отметить, что код, который идет после конструкции try...catch в методах Method1 и Method2, не выполняется, потому что обработчик исключения найден именно в методе Main.

Консольный вывод программы:

Блок finally в Method2

Блок finally в Method1

Catch в Main: Attempted to divide by zero

Блок finally в Main

Конец метода Main